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Abstract

In an object-oriented model, a class is considered to
be a basic unit of testing. Methods (member functions)
of a class can have different types of inter-method re-
lationships. The causal relationships between methods
specify the sequence in which the methods can be exe-
cuted. In this paper, we propose a peiri net model for
specifying this causal relationship and present a test
case generation technique based on petri nets. In our
technique, petri neils are transformed into a reachabil-
ity tree from which we generale test cases using the
paths of the tree.

1 Introduction

Recently, the object-oriented paradigm is gaining
acceptance for developing software. However, most re-
search and practical experience in the object-oriented
field has been in the analysis, design, and implemen-
tation phases of a tipical software life cycle, little work
being carried out to examine the effects using object-
oriented techniques has on the rest parts of the soft-
ware life cycle such as testing and metrics. Although
many procedure-oriented software testing techniques
have been proposed [6, 7], these conventional meth-
ods, despite their efficiency, cannot be applied without
adaptation to object-oriented systems due to new data
and control abstractions such as inheritance, polymor-
phism, and message passing mechanisms introduced.
In order to analyze programs coded in object-oriented
programming languages, there is a need for developing
object-oriented software testing techniques.

In an object-oriented model, the fundamental en-
tities are objects, rather than procedures and func-
tions as in imperative programming languages. Ob-
jects with similar data and operations can be speci-
fied by their common class. A class describes all the
instance methods and attributes of these objects. It
is considered to be a basic unit of testing in object-
oriented testing literature. The majority of object-
oriented class testing techniques generate test cases
based on either algebraic specifications or model-based
specifications [4, 8, 9, 15]. In this paper, we illus-
trate the application of petri nets (PNs) for the class

testing of object-oriented designs. A major feature
of classes provides the desired behavior by interact-
ing with the data representation. The behavior of
methods is determined by the values of attributes
and in turn, methods manipulate attributes. This in-
teraction can be properly modeled with PNs. Each
PN can be implemented as a class; attributes repre-
sent the allowable places of a class and methods rep-
resent a change of places, i.e., a transitiobn of PNs.
Therefore, many object-oriented analysis and design
(OOA/OOD) methods using petri net diagrams as a
specification of classes have been proposed in recent
years. Although the main function of an OOD is a
state-transition diagram, PNs in OOD methods lack
formal semantics to enable automated test cases gen-
eration. In this paper, we propose a technique that
transforms the state-transition diagram of an OOD
into a PN model and construct a corresponding reach-
ability tree to the PN. Based on the paths (from the
root to the terminal nodes) of the tree, we generate
test cases for the class testing of object-oriented de-
signs.

This paper is organized as follows: Section 2 dis-
cusses definitions and basic properties of petri nets.
Section 3 introduces class specification based on finite-
state machine (FSMB, and then transforms the FSM
into an equivalent class petri net machine (CPNM).
Section 4 describes our testing technique based on
the CPNM. Section 5 compares our work with related
works. Conclusion and future works are given in sec-
tion 6.

2 Definitions and Basic Properties of
Petri Nets

Petri nets (PNs) [5, 10] are a graphical and math-
ematical modeling tool applicable to many systems.
As a graphical tool, Petri nets can be used as a vi-
sual communication aid similar to flow charts, block
diagrams, and networks. This section gives a formal
definition of PNs, and introduces a notation of state in
order to discuss behavioral analysis problems for PNs.

Definition 2.1. A Petri Net (PN) is a bipartite graph,
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i.e., a graph whose set of nodes is partitioned into two
subsets, called the set of places V = P;...P,} and the
set of transitions T = {t1...tm}, each arc connecting
only nodes of different types. It is shown in figure 1.
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Figure 1: Example of a marked PN

Definition 2.2. A marking (or state) of a PN is a
mapping M : V — N (numerical numbers); numeri-
cally it is represented by a vector with |V'| nonnegative
components and graphically by M(P;) tokens in the
place F;.

Definition 2.3. A transition ¢; is firable for a given
marking M if, for every place P;, M(F;) > (Number
of arcs connecting P; to ¢;). A marking M’ is reached
from M by firing t; if t; is firable for M and, for every
P;,

’ M'(P;) = M(P;) - (Number of arcs connecting P;
to t;) + (Number of arcs connecting t; to P;).

Definition 2.4. A marking M’ is said to be immedi-
ately reachable from M if M’ can be obtained by firing
a transition enabled in M. The PN execution allows a
sequence of markings { Mo, M1, Ma, ...} and a sequence
of transitions {t1,%2,...} to be defined. The firing of
t1, enabled in My, changes the PN state from M to
M, and so on. A marking M” is said to be reachable
from M if there exists a sequence of transition firings
that moves the PN state from M to M”.

Definition 2.5. A reachability set R(My) of a PN as
the set of all markings that are reachable from M.
The reachability set of a PN can be represented by a
tree. It can be shown that the tree in figure 2 repre-
sents the reachability set of the PN in figure 1.

To represent a finite reachability tree, we stop to
expand the tree when we reach an already considered
marking. We shall call such markings duplicate nodes.
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Figure 2: The reachability tree of the PN in figure 1

During the construction of the reachability tree, we
can also find dead markings, i.e., marking in which no
transition is enabled. Dead and duplicate markings
constitute the frontier markings (leaves) of the tree.

3 Class Petri Net Machine

3.1 A Finite State Machine for Class
Specification

Many OOD techniques propose FSMs for model-
ing the dynamic behavior of classes {12, 13, 14]. The
FSM model represents all possible states of the class,
the events that can cause state transitions, and the
actions that result from the state change.. Different
states of an object are due to different value combi-
nations of its attributes. The states are linked to one
another through state transitions. State transitions
are caused by events, which are the stimulus received
from the environment. At each state, all the events
are unique and events can be received in any state.
The state transition depends on the current state and
the message received. Thus, the class specification can
be derived automatically from the FSM of the class.
For the sake of deriving class specification, we use only
the events different from the FSM model of OOD. The
FSMs can be modeled as 5-tuple M = (Q,%,4,s, f),
where @ is a finite set of states, ¥ is the set of meth-
ods accessible from the outside environment, § is the
transition function mapping @ X L to Q, s € @ is an
initial state corresponding to the state after a class re-
ceives a constructor message, and f € @ is a final state
corresponding to a class recelving a destructor/delete
message.

3.2 Transforming FSM into CPNM

In the analysis of petri net models, there are two
subclasses of petri nets commonly considered, state
machines (FSMs) and marked graphs [1]. FSMs are
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Figure 3: A FSM model
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petri nets which are restricted so that each transition
has exactly one input and one output. These nets are
obviously finite-state. In fact, they are exactly the
class of finite-state machines. This is clearly shown by
considering the state graph of a finite-state machine,
as in figure 3. The nodes of this graph represent the
states of the finite-state machine. An arc from state i
to state j labeled z indicates that there is a transition
from state i to state j with input z. The graph of
figure 3 can be converted to an equivalent petri net by
simply making each state a place, and making each arc
between two places a transition. This is illustrated in
figure 4.

As an example of a finite-state machine [10], con-
sider a vending machine which accepts either nickels
or dimes and sells 15¢ or 20¢ candy bars. For simplic-
ity, sppose the vending machine can hold up to 20ec.
Then, the state diagram of the machine can be repre-
sented by the petri net shown in figure 5, where the
five states are represented by the five places labeled
with Oc, 5¢, 10¢, 15¢, and 20¢, and transformations
from one state to another state are shown by transi-
tions labeled with input conditions, such as “deposit
5¢” The initial state is indicated by initially putting a
token in the place p;, with a Oc label in this example.
Note that each transition in this net has exactly one
incoming arc and exactly one outgoing arc.

4 Test Cases Generation from
‘CPNMs

Software testing is used for ensuring the correctness
of a program against its specification by executing a
program on a test case and comparing the result with
the expected result [3]. The steps involved in testing
are as follows:
1. generation of test cases for an identified portion
of software

2. execution of the program using the test inputs,
and

Figure 4: A CPNM model corresponding to figure 3
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Figure 5: A petrl net representing the state diagram
of a vending machine, where coin return transitions
are omitted
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Figure 6: Reachability tree diagram of a class used for
generating test cases

3. evaluation of the test results

In our technique, we focus on test case generation
from the reachability tree of the CPNM of a class.

In an object-oriented program, testing a class cor-
responds to testing the methods supportd by the class.
Individual methods are similar to conventional proce-
dures. Therefore, methods can be tested similarly to
conventional procedures using black-box and white-
box testing. In an object-oriented paradigm, there is
extensive interaction between the methods of a class.
These method interactions must be tested for correct-
ness. In this section, we discuss generating test cases
for the method sequences of a class using coverage cri-
teria.

In figure 6, a reachability tree diagram correspond-
ing to the figure 5 is shown. Using different cover-
age criteria, different sequences can be constructed for
generating test cases. To satisfy the all-edge coverage
criteria, five sequences (paths of the tree, i.e., R(Mo))
Mg - My - My (ty -t3), Mo - My - M3 - Mg (t1 -t4 - 17),
Mo - M- Ms- My (t1-14 -tg), Mo-Mz-Ms (t2-ts), and
Mo - My - My - Mo (t -ts - ts) can be constructed and
test cases corresponding to them can be generated.

For each method in the sequence, data input of each
parameter and the expected output must be deter-
mined. If a method invokes methods of other classs,
then during testing test-stubs may be required to
supply the proper return values from those methods.
Sequence-based testing of a class can be performed
either during design as a walkthrough or implementa-
tion by actually executing the program with the test
cases. Because sequence-based testing depends on the
correctness of individual methods, the testing of in-
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dividual methods must precede testing the sequences.
Those paths of the reachability tree helps determine
the interactions between methods of a class.

5 Related Works

In general, PN models of software are applied to
many areas of software engineering, such as test case
generation, software complexity measure, etc. In
object-oriented testing literature, several techniques
have been proposed for class testing. Most of them is
a specification-based technique using either algebraic
specifications or model-based specifications. An alge-
braic specification consists of signatures which define
the syntactic properties and axioms which define the
properties of member functions. A model-based speci-
fication specifies the pre-condition and post-condition
of each member functions using well-defined mathe-
matical models such as sets or sequences.

In [4, 8] test cases are generated as sequences of
member functions based on the axioms in algebraic
specifications. However, in algebraic specifications
member functions are treated as a mathematical map-
ping without side-effects. Therefore, data flows be-
tween data members and member functions cannot
be explicitly represented in these techniques. On the
other hand, in [9, 15] test cases are generated based
on the pre-condition and post-condition of each mem-
ber function. Though member functions are tested
whether or not they use and define data members cor-
rectly, data flows between member functions are not
considered in these testing techniques.

Harrold and Rothermel [16] proposed data flow
testing techniques for classes. They identity three lev-
els of class testing: (1) intra-method testing which
tests member functions individually, (2) inter-method
testing which tests a member function together with
other member functions that it calls, and (3) intra-
class testing which tests the interactions of member
functions when they are called in various sequences.
To support each data flow in the three levels, they
construct a flow graph which represents every possible
sequences of member functions from the class’s code.
Then they generate test cases using inter-procedural
data flow testing techniques.

Our technique is specification-based, i.e., we specify
the behavior of classes using PNs and a reachability
tree is constructed from PNs. There exist some of
feasible paths are determined by PNs. Therefore, the
works in [16] and our work are complementary each
other.

6 Conclusion

In this paper, we have proposed a class testing tech-
nique for specifying the causal relation that exists be-
tween methods of a class in object-oriented designs.
In our technique, we illustrated a finite-state machine
model of a class, then transformed the FSM into an
equivalent class petri net machine (CPNM). In order
to test the behavior of classes effectively, we have gen-
erated test cases by transforming CPNM into a reach-
ability tree of the model and applying all-edge testing
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technique upon the paths of the tree. We are cur-
rently working on integrating class specification with
an object-oriented CASE tool. We are also working on
verifying the class testing application and usefulness.
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